Rapport du projet d’informatique Ozplayer 2018

# Limitations du programme

* Silence dans accord :
  + Lorsqu’il y a un silence(duration: D) dans un accord (Chord), le programme va crasher. En effet, comme expliqué dans les choix surprenants, nous ne faisons pas appel à la fonction qui sample une note pour chaque note de l’accord. Cette-dernière fonction traite toutefois les silences.
* Accord vide ne fonctionne pas.
  + Lors de la lecture d’une partition, on analyse chaque élément de la liste. Si un de ces éléments est une liste, c’est par définition un accord. Lorsque cette liste ne contient pas de note (donc par définition un accord vide ou un accord qui contient d’autres éléments), l’élément sera ignoré et on passe au suivant. Un accord vide devrait donc normalement être traité. Toutefois, lorsqu’on crée un accord vide : [] = nil, la disposition de la partition est : [a a a []] = a|a|a|nil|nil

Nous pensons donc que nous ne créons pas les accords vides de la bonne manière.

# Constructions non déclaratives

## Merge

La fonction Merge (ci-dessus) utilise une cellule, qui est un élément non déclaratif. Pour justifier ce choix, réfléchissons à comment notre implémentation de Merge fonctionne.

La fonction Merge est appelée comme suit:

merge[A#M1 B#M2 C#M3 …]

L’objectif est de sommer M1, M2, M3, Mn, multipliés par leur facteur respectif. Pour ce faire, nous avons défini la fonction {SumList L1 I1 L2 I2}. Cette fonction fait l’addition de deux listes L1 et L2, élément par élémént, multipliés par leur facteur respectif: I1 et I2.  
Nous fonctionnons donc comme suit:

Merge crée une cellule nommée First, cette cellulle contient une liste vide.

On parcourt la liste [A1#M1 A2#M2 A3#M3 …], et fait l’opération {Sumlist @First 1.0 Mn An}. Le résultat de cette opération donne l’addition de @First et l’élément suivant de la liste. Ce résultat est stocké dans la cellule First.

Voici ce que contient la cellule First lors des 3 premières étapes:

@First = []  
@First = [A1M1] -- A1M1 contient chaque élémént de M1 multiplié par A1  
@First = [A1M1 + A2M2] (on considère ici la somme vectorielle)  
@First = [A1M1 + A2M2 + A3M3]

Le choix de cette implémentation facilite grandement l’écriture du code. Nous aurions pu utiliser un accumulateur qui contiendrait la somme de tous les éléments précédents. Toutefois, nous ne voyons pas d’avantage particulier à ce fonctionnement, et cela ne ferait qu’alourdir le code.

## Normaliser

La fonction normaliser sert à linéairement borner un ensemble de sample entre les valeurs -1 et 1. Pour ce faire, il faut: dans un premier temps, parcourir toute la liste (FindHigh) afin de trouver l’élément donc la valeur est la plus grande, et dans un second temps, diviser chaque élément de la liste initiale par ce facteur si sa valeur absolue est supérieure à 1.

L’utilisation de cellules se fait dans la première partie: FindHigh.

Nous avons décidé, lorsque nous parcourons la liste, de stocker la plus grosse et plus petite valeur que l’on trouve dans une cellule. Ainsi, en parcourant la liste, nous comparons chaque élément à Highest et Smallest, les plus gros et plus petits éléments trouvés jusqu’alors, et les modifions si nécessaire.

Une fois de plus, un argument contenant cette valeur aurait très facilement pu éviter cette implémentation de cellules. Toutefois, nous voulons faire usage de Threads en normalisant: un thread se charge de trouver la plus grosse valeur, pendant que l’autre se charge de diviser chaque élément par cette valeur, pas encore assignée. Dans notre cas, pour une raison qui nous est incomprise, le thread ne fonctionne pas lorsque nous faisons la seconde méthode. Nous avons donc opté pour une implémentation non-déclarative.

## Threads

Pour le lissage, ainsi que pour la fonction Normaliser, qui borne linéairement toute liste d’échantillons entre -1 et 1, nous avons décidé de faire usage de threads. Ce choix a été fait pour rendre le code plus rapide. Ne pas utiliser de thread ne change absolument rien à l’éxecution du code, si ce n’est la vitesse d’éxécution.

L’éxecution de thread <s> end revient à juste exécuter <s> dans le même thread, seulement, nous avons remarqué que c’est plus rapide.

Pour justifier nos propos, nous avons implémenté le lissage sous deux formes différentes: une où pour chaque note on appelle {Fade 0.1 0.1 Note}, et un autre où pour chaque note on appelle thread {Fade 0.1 0.1 Note} end. La différence est flagrante: le lissage s’effecue littéralement deux fois plus vite.

![https://lh4.googleusercontent.com/ouEi6l_woLMNtN-eWh9K_dntnQCHnq4fFKW78O_0YlW4ZNp5eYnZaVNJX7BPArGJmEk86xRd2uvDhBLoOpIKRt1MMDv6g5lpkWSDCJtGORoSRh9gjWUpefkYK6MTBqJ78YTeiwle](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATgAAAEJCAYAAAAAWTtiAAAgAElEQVR4Ae2dS5KsvNGGs/74Ijzy1BHfxEMPEDNvpUUvB1iIF9BwtuIZqoEXcDbgkUf6IyWEUlwKqrtuFG9FnFOARCr1ULyNLihPv3//tn/++SfhAwIgAALvRuD/3q1CqA8IgAAIBAIQuEAC3yAAAm9HIBG40+mUVPDo+wkM7IAACOyOQCJw1tqkAkffT2BgBwRAYHcEEoHbnfdwGARAAAQuEIDAXYCDJBAAgX0TgMDt+/rBexAAgQsEIHAX4CAJBEBg3wQgcPu+fvAeBEDgAoGrBK7OT3Q65VSbCxaRBAIgAAIvQuCPa/woO0uU59ecgrwgAAIg8DQCVz3BPc1LFAwCIAAC3yAwEjhDdZETv8HA//KipvnWaEtFn4fzFe03SsYpIAACIHBnAkLgDNX5J1HZEb/BwP+6MqM6nxG5c0ZKEanK5230nb2EeRAAARD4BoEocOYXtVlJpRJWlCadtfQreYwzVBU5tbqjLskszsMmCIAACLwAgShwm51RVDUVUfWJ0dTNzJARBEDgGQSiwKkP0uc6FS1TU33W9CGf6tjLrKSuyajKC0L32zMuG8oEARDYQiAKHCkquy+iWgwy1ERfXUlB33geXJU0V/vBBowybGGNPCAAAg8mcMKS5Q8mjuJAAAQeRkA8wT2sTBQEAiAAAg8hAIF7CGYUAgIg8AwCELhnUEeZIAACDyEAgXsIZhQCAiDwDAKJwB09yMy4/s+4ICgTBEDgdgQSgTt6kJlx/W+HGZZAAASeQSARuGc4gDJBAARA4F4EIHD3IrvZbroyCzeTT6cXeUOkLcRKMd7Pl5rT3RZYgHXz7+yYGSFwz7zu7gYtiBq/ektYxaXRLCbPXjm5peKl1OyZFwpl75UABO6JV65tWyLd0Hi5Kd10VClDVY03fZ94eVD0GxCAwD3tIho6n5cK5/eCLdmR8rWFX4jUN2PHC42GJmTa5E0ewkxNuViolO0k6cEdl883k12Zck3Ac2ojnt8/ddbcbEyb2Ua838xp+UxQj8t1846ldnKqF/mFiuD78AT4XdSbfRpticj9U1V3M7Nvayjw0s1qFRtNlkS+rlKWSNmIubHasY/HkjxdZRWRFSas7ctPjg2eeHsxbcW+7dNVZeWVT3xg270f8vexXjd2lX9X2g6kAruEweA8NkDAEaDvCBz/2OQPdMySf9SX0sf5D73f3/DhD0NyEw9gWDyicLnDE8HyApNwl3mcIAiBGGwvbXh7Y4FbtN8LXJI+e8z2whp82VA3WQ/hrhe9EReRjk0Q+FYTVTe8nHlYROnwD8E/A6BK6vol4q3lvrfQxJSDDJoa28XVlnlwIq9m42VkmbguKqMseKc1aWLbPxuhXbTfl5Okty21pEiPFxTMFClqibsgiTbU7WzIkCY9Whpfjw+EuuIbBHoCUeDciN6JTnlBhYt/6reTbu6QZ6EfBVR/SqDve7OWGm2SBUWT/iceeO2qYZ2+baV6IYkC6vvzYh/aNivX5+J6pH2HY3Feq5tZ7qy83h2ccSgCUeB04zu1zZlUH3im02eqZYcw5+FgNJV4SjgUrhtWtu/wXxIY/3RypjMvMGpq+qwMd8H1AYEaGj3MbHQsCihfRx7DaAv5pLjRzFXZFFU8YDI8pcZtN4ayoW4qG55DryoZmUEgClxgoUsqtRcw/mEZg6GqgOam37xEvCJyU0UWDWfkWpxzTTR3bPHETQm6YaE0dLdL7JrFK/a31C1p0saq4ckussDWPIGpwM3nw9GbE1BUlu4Rik5yGgaXw10BRUuqKv2T2uQGj5Nwz+4Rb4Nzrnth9LTW95GpCw9Im+3PuqCprNTkKdFPCel92VI3VdLX2E5bUJ6unz/rAQ4emwAE7pnX3zX5G9KmSuenFWfXrBsGcoYbPPRl1aQ638Q0W6ObuS4IDhQUbJzo5MoRgxcJC9+pb6p8KsBJvss73N3RcRA2UW7RioGFjXWb2GHfq+811C97jNS3IjBMExnmFfXzrcS+H/rvbKX8HLc4pUHOTVpLx5A1CIAACDyWAILOvNWfK1QGBEBAEkATVdLANgiAwFsRgMC91eVEZUAABCQBCJykgW0QAIG3IgCBe6vLicqAAAhIAonA8VI28nP0fckC2yAAAvsjkAgcv04jP0fflyywDQIgsD8CicDtz314DAIgAALLBCBwy2yQAgIgsHMCELidX0C4DwIgsEwAArfMBikgAAI7JwCB2/kFhPsgAALLBEYCZ6gu8j4q0onyok6Xxd4alWmhPGNaauuCcl5ZYmalx7V0ohX/FsrFYRAAgWMSSASuLT6pVeWw+mpJLX2Ohahf1Tes0DqKbHeRolKadNlQV2pSM4uQraVv8u+iB0gEARA4EoE/ZGU54LBcYUs3JbX566zo++r+SZbYBgEQeD6B5Alu4k7b0nm8Hr4IPDNZiXZi4M4H5vy7c5EwDwIgsB8CywLH/W21oi/ZBk1C3HHoQDNtwj6q7nP+PapslAMCILALArMCZ3i9+0+ir668GJpOaU3ZE0K6bfVvF1cAToIACNyNQNIHx6VwjMpPU9JXpy+K2908WjH86v6tuI9kEACBBxIQT3DGRz+iL+qaIG4tFXk9uMMxNPM6hILm/AWd9ceQ7jaGqSQ/i6CeGuW9df+m5+AICIDAoQkMQWdsYzXNBJVRlYgS0dlGK15yxP1TurGdSHWbXWWVS9e2GaU1+rL9y+lb/BsViF0QAIFDE0DQmUP/eUPlQeC9CYgm6ntXFLUDgXUCLRUnETfWbd+6q2Xdi2kO75efcy+3pzlxJCUAgUt5YO+oBNz8zoKoscObPPy2TqNZUHKqzauA4aDZPuj3q3j0yn5A4F756sC3hxFo25ZINySnfXLh/PZMpQxVw+Daw1xCQTcgAIG7AUSY2DsBQ8vTORWVnSU7Ur62SJuy6SvboRnpvzm2Cf9L8gyzDaKdJH0RabAtMqzZWksnosv18WWleXKq64JOo6dbnsYV6svf+bMffeMoqgvIkIy48Gip/BxtX9Yd229OoNF+doAej/1P6+1G+0W+ruKZBcpWw5SCMOIfjyV5+pkGwoS1ffnJsaFob8+nyW1r7ZqttXTLRZMlUXDia++Dn+EgZkYEXqLek/P6slUEM9ToURskBe5RhaIcEHhJAv0NGaZBEYkbenCYBSYKlzs8EREvQsmNLfM4cZizPRQy2pCiJredOtl5P3sTq2VtqI/0XXjmRS+wmKkz510tXxi8wyaaqOJJH5sHJ5C8a819b6GJKQcZuJO/o1L1rHhwIq/SdRP7pCwLmYhIZZQFvFqTJrZ9gxHaNVtr6bShPmdDhjRpudQQ90/KA21LLSnSH6LOXN9MkaKWuIvzGR8I3DOoo8wdEOj73tyIpaEqj2KU9DPxwGtXXflaoxeVKKAzfXSbCa3ZWkv3r2cO/WYz9THLHZQjL5lT7FN0NhfEf3Ti3XYhcHdDC8O7IdB3wi918vsnlTOdeaqIqemzMtxl1U8naZI1FLfXOQqon47CHf3ySXG7JaI1WxfSN9RHjZdMW3RNUcUDMnb6bzRGs2jh1gkQuFsThb39EVAfpBWRmyqy6H3GrS1ilZs019yxxRM3JeiGhdKQucH6smu2kvQt9VloZiZPdq4pfBv/NwHbmAkCtxEUsr0zAUVlqfkRiiaLuPKxoiVVlf5JbXKzt1T0j35n94i3gZObVDx6Wuv7sGZW8r9scM3WWvqW+qiSPJ7YTGdWeSVnP2sqKzV5CvVTS0Z1vVyj26ZeM4paKX5ZPoya3GHIAyZB4KkE/EhgHEWd/7376RBh4Qh/P8yNKIqZFzyc6BazGI4N0yxSO/PVl+fK7T73mq2V9PX6+HJ8HYO/2jYzI6SpLc57zWjxfO1/cvTql+3rPOeVMOMo0m31FtZAAAT2QsA93fLbbd/th7x/RdFEvT9jlAAC+yYwOwjjm+ZD0/1FazgSuK1xR8P8oJ8Mb78oEbgFAiCQEuD5gY0evc7lFybohgmB6SmvsicEzlDNgRjKbhjm7cqM6nwU/Jk9P2ekFJGqfN5nDQG/CkT4AQJvT2AUDzlMbXn1ekeBM7+ozcq0b40DNWct/ZKDJWSoKnJqdUevrt6vDh/+gQAI3JdAFLjN5Siqmoqo+nyhNbI2O4+MIAACByIQBY4nO57rVLRMTfVZ0/j1Msq4TZ4lr68ciBmqCgIgsBMCUeDc6x5fRGI9Jw6oJWOj1vmJkrl97oXhk5sIuZP6wk0QAIEDEbh6HtyB2KCqIAACOycgnuB2XhO4DwIgAAIjAhC4ERDsggAIvA8BCNz7XEvUBARAYEQAAjcCgl0QAIH3IZAIHK/AKT9H35cssA0CILA/AonA8esX8nP0fckC2yAAAvsjkAjc/tyHxyAAAiCwTAACt8wGKSAAAjsnAIHb+QWE+yAAAssEIHDLbJACAiCwcwIQuJ1fQLgPAiCwTOC2Auci+PhVfvM6WURu2QOkgAAIgMCdCHxL4DgU2KyA9at+dhUHkMQHBEAABJ5L4I/vFM9RvfV3TsQ5IAACIPBAAvEJLjQv84KK3DczT7kI9MpOhTynhSe4BzqOokAABEBgjUAUOG5ecvQYcybVB57p9Jlq2ZeGJugaT6SDAAi8EIEocMEpXVKpfR+ayjIy5hxS8A0CIAACuyIwFbhduX88Z3mAhxdBmB3keQaOtqCiDQX7eLlxPxx/4rfrVsnTWCNPdAdFP5YABO6xvH9WGgcBahVprchUNQ268jOrPzjbRzf/gQGcCgJ3JRAFjv/S8Z/emW//tMCBofunh8qQqXL3JHE6hYGItfS71uMQxs2vlgxlpEtNilpqn69wh+COSu6YwO/fvy0+eyDQ2UqRJd1Ya+V273tXWUVkXbKsTqMtkbJV5w92leI1sYZ/KiSIc8Z5fJkiA2/25Q22VGU721jNPlTel5AWfeJ0ZauKfWIftOXaeHPrfjU6+s3nR7u9EeeWtBPKivWPObF1BAIEgdvJZZ4VKnnjzoietTwwbsmJD2sS3/zinF6kpMhN8vSiJfNEYr2gBZXq88oyUns+f/An2EnzRPGUZbp6CEWbnBPqKkTTOmYsiqLOoVB8H4IABG4nl1kKlXfZi4UUAX/Tx6cim4jTNL+z40QgnLOQZ5GRzx91Z+b85MlyJj3xURQ08WskUondKIrRl56Se+obnSuKweZ7E4h9cDtuZr+9625wgUjpD4ovwWnSPG1RDDaosiQt++ballpSpD8UcYfdsC2BZSr255kz8aSgLIulyKxbt5PzVUbZ6MQkfYtfpKmxHZXBLe4nzitK3nY+GzLkmcjiNEPC57AEIHA7uPR+cIHFLAzs+MEePx1DDjb4G7ztRx/ct9LE+uY/hqrwlsopvK0yEgpSpMaKFE6/2/e6X6YWdS+Imq4SYs/z0zFf826XZ8eGE4E7epCZcf1f47oa+tUaov4tEo6TEf817p3gIGjsr3ticU9FXvh0WQohUFR18vy4zS+x+I/hl1ke/Fnxy9T0WRke6+jr7ustneRJ6fiAwJhAInBHDzIzrv8Y1lP225oqo6gqBwUSbmgqeeWWto4TWbX2zdSCm6SiyeaOr4hX35w8n5PGnyjvDptb/Jprfrpjwh/Z1BaH8WQnYBxwMxG4A9b/5as8bWamLqsPnhNnqP0VREk0U514hPxeDNsindXv34wIx3weU31GwaR+fuOF1xN+Jogb/JqIV5xgPJStSvqqFCX1awvKq8AlcMD3oQhgmsgLjyKNRwoXXPXzw8JIqJsv4eaZjUcU+XQ/0irnk4nzevuTPHOG+ry+7DAVZTyqypnkMbndG1gqU073mPjtR0V92ekIaeo75sGllI+3d2KB+/PPPw8l6qgsCIDAMQigiXqM64xagsAhCUDgDnnZUWkQOAaBkcAZqos43ygv6nQypakpD/On+u8Lfc8zBFfs8xncMdzP1SrkYpvCmmlrserwyEeRD5sgAALHJpAIXFt8UqvKYZ5VSS19jhVsNB8rzp9aB7lqnwW01dT1c7VKEtMfgvm2oM/akP7q50R1cp5XyIRvEAABECBKgs7opkuCyeimpDa/3azPNfs8Y1+X3XBd1Ieiz7qlclBRQ0Wt6AuiNjDCBgiAwDKB5Alukq1t6TyeIe5WSA2v+fyweTiyPzu/VL6C09Z0Tt7HnHiMAyAAAiAwEFgWOG4u8tPS8PRERKqkTrwq1JVm2oQdTK9szNlfOcUlm1+i/60gfosJHxAAARCYIzArcIY7+j9ptSmotKZMPmHNlTBzbKv98an82o1pKzrrzvcTdiWdf/3wKXJcCPZBAATehsBE4HjVhs9Wr4rbdwlcss+r9Exe9BZNZPdCtaqoG9bN4fcwjVvi57v+4DwQAIH3JSAEzvj3+OiLuobfb+RPS0VeD7Xn9/zyOgQC4PyF6xMbMvDGMJUkxGoIqev2+b1KGWigrXnQQbxkrhuq2KfBBY5RoCbrjYUS8Q0CIHBwAvFdVP+eYFhHf/hWlXiBrbONjmveK93Yfqn/mKd/f1Kut+8Tt9i3tmu0iy3Ay0zrmXgBtmus5tgEvKa/0raZOBBdwRYIgMCxCeBd1IP/gUP1QeCdCYgm6jtXE3UDARA4IgEI3BGvOuoMAgchAIE7yIVGNUHgiASSV7WOCOAodf7vf/9L//nPf96yuv/73/+o6+Irfu9WyX//+9/vVqWhPvyb5N/mvT6JwHHQFRmX4Gj7f/vb3+jvf//7vVjDLgiAwIMJJE1UKW7sx9H2//Wvfz0YP4oDARC4J4HkCe6eBcH2cwn89a9/pX/84x/PdeKOpf/zn/+8o/Xnms7znP7yl78814k7lc6/Sf5t3uuDeXD3Igu7IAACTyeQNFGf7g0cAAEQAIEbEoDA3RAmTIEACLwWAQjca10PeAMCIHBDAlcJXO2CwYQo6Df0AqZAAARA4A4ErhpFLTtLlOd3cAMmQQAEQOD2BK56grt98bAIAiAAAvcjMBK4DXFLnS8tFSI+6rAA5f38hGUQAAEQuJqAEDhDNQdiKPt4B9ZSV2ZU5zMxD84ZKUWkKp9XxqW52gOcAAIgAAJ3IhAFzvyiNitpCHfABSpNOmvpVxK5ylBV5NTqTsRGuJN3MAsCIAACPyAQBW6zEUVVUxFVn1QnwrfZADKCAAiAwEMIRIFTH6TPdSpapqb6rOnDR6CJDmUldU1GVT4OLBOzYAsEQAAEnk0gChwpKrsvojonXiaJ/3FAra+u7CNscdKJquSprR9swCjDs68jygcBEJghgJftZ6DgEAiAwHsQEE9w71Eh1AIEQAAEAgEIXCCBbxAAgbcjAIF7u0uKCoEACAQCELhAAt8gAAJvRyAROB45lZ+j70sW2AYBENgfgUTgjhZkZq2++7uc8BgEQEASSAROJmAbBEAABPZOAAK39ysI/0EABBYJQOAW0SABBEBg7wQgcHu/gvAfBEBgkQAEbhENEkAABPZO4LYC1xbiRf3krfy9c4L/IAACOyTwLYFrC15pZEbAdEM89aKrxusr7ZAMXAYBENg9gauiaoXa6saSDjv4BgEQAIEXJRCf4ELzMi+ocPFPT3QaL2gZ8ri14mae4F60knALBEDgmASiwHHzkqPHmDOpPvBMp89Uy6YomqDH/JWg1iCwUwJR4EIFdEml9n1oKsvImHNIwTcIgAAI7IrAVOB25T6cBQEQAIFlAhC4ZTZIAQEQ2DuB379/W/dptCUi/0831op9VXXW2s5Wqk8P+dy3to0zsJbui8H/IAACIPAoAgg6s/e/UPAfBEBgkQCaqItokAACILB3AhC4vV9B+A8CILBIAAK3iAYJIAACeycAgdv7FYT/IAACiwQSgTt6kJlx/RepIQEEQGAXBBKBWwvCcrT0XVxBOAkCILBIIBG4xVxIAAEQAIEdEoDAPfii8Vp63BSeXU/vwb644tqCijYU3FJxOon9cPyJ324Fm5zkmg9P9AZF74wABO6RF8zUVLeKtFZkqpoGXXmkD0lZLRVR3ZIU7IDAOxCAwD3wKppfLRnKSJeaFLXUPl/hHlh7FAUCjycAgXsYc0O/WkOkNWn1QbwiVSsVztSUzzUPR000U+dD3Iulpu44z2nuKc2VV7inSNdszmsaljA9e1/YPv+Lp3MTNqe6DrE3/PmMcFzmXBM8NM+nduNFSO3kVGO1rggHW9cTGF62799+7RptVf8yveKX7scfTu9futfuJfxxhsv7jVbDS/3+Jf5R/ov2O1vJ83VleRmAXXzc4gXKBmRdxRzi/rCYwYh5o8mS8vWcnNNV7lpJjpM8trGayMo8kZdPi0X6felXaq9P7/0JdtI8vC7D1C9Xj1iQnZxjeX0HXswhLN7gDvS/FckplIpvEFgnQFLgnLgNP14Wk9GNwT/c5Eeqhxt2vSj/g5U3GoudMOdvDHGgq1L7nF9VUXTdvsi/yYcnZZJC5V2YCo+/6cUNnojTNL+z44QznLOQZ7HOPn9EOHN+L1Y+z0x64qMoaOLXSKQSu1EUoy89JSd6o3NFMdgEgUsEEoGbZOQfqfjF8Q0YnkBc3pHgTc4fHeCbXJhzSzJJwbvefmO1qkalvOBufzPLurKXkyeWXiwGRvKpT27LKkqhkNsyz+L2vMAN5bvzZB653Rvd4te4fHeOX3prKMsdC0ItTliyL7JgEwSWCFzogzPUtmfSOsbPOg+dNKIpfN7eScK2zsIIr4auP2KIQZEUC7hkv23pnGUx74tu+cEFIlOl/We+b0sONmjuohv65lwfndIUERmqQkCgvn/slFex78zVX5F6OJJ1v5K+tYKo6SqKV55DgWz/Hb3oZYZbL0hgVuB8Z3BONZXEcWhu9tENleaTcr5Jc57bpKmUv/JrCuJO8lrR100dvMaBrXnD4IKPGctvg8R/jQu/KAcb3B+UtuUxVjfKqstSCIGiqpPnx+2IwXDcoAd/VvwyNX1WhhsDfd19vaWTHP8DHxC4NYFZgfM/xI5KYhGZe2z7nhv8V7zVHXV8k3YdlaoWI3TbbZq2oPyT6KuTN//28x+as62pMoqqcu4vhaaSg2S3dZzIyqOsLG4FS5x/onP+uuMr4qUyYpmQT8l3r+sWv86GjKwLO+WOCe8yNTt1Bk92ghE2ryYwK3DeiiLdlJS1vwajmXJRBYd9t3HFX15ugsrmE//VPoupElvss0h+tnof4kZ9czNpZqb41AfPiTPU/gp/SEQz1YlHyO/FsC3SWf3D07Y73ecx1WcUTDJU8xNznOsRDA7fPxPEDX5NxCtOMB7KViV9VYqS+vEfsipwGdzFBghsJyBHUSejlDyVYegF9iNdWuxz/mTQgXv6+o7uZLi/7wHkUVHdxIkdfl90D3aVXbbfWS4vnZry4oMMGzv9J4MNfSe8QD1A8iOtMjbGtGN+kmfOUG/Rlx2moswMIiQDH3Pp3tCkTDndw/0s4vSgMA3Fl53+hlI7ylYVxwpJ8wwwsAECKwRGo6jr88ziPLmx2PQlXRA4nuvFIhWC28gpJ8HPZfv+5grnDt97GEUNlcM3CIDAQwkg6Mz2h13kBAEQ2BmBC31wO6sJ3AUBEACBEQEI3AgIdkEABN6HAATufa4lagICIDAiAIEbAcEuCIDA+xBIBI6XsZGfo+9LFtgGARDYH4FE4I4WVGatvvu7nPAYBEBAEkgETiZgGwRAAAT2TgACt/crCP9BAAQWCUDgFtEgAQRAYO8EIHB7v4LwHwRAYJEABG4RDRJAAAT2TuAqgXPL7nBUJaxgs/frfmj/Q3SvW651+H2gMti23P6+RZwZCVwlcGVniddnxAcEdkvg5YJvS5KaGmtvu4q2NH/A7asE7oB8UOU3I4Dg2292QVeqMxI4Q3URA6PkhQgGnBjyj9KXAvgm2bEDAi9BIMTHeJHg2xMmM03UPiB4uNf4O1mceS2dV5UufADvYCM5v/chzROCe6fdUUngoNPppuEMJihudSCu6NvZSo1WTu38irlxDV7r8zScdxQz9aHL2KEwEPgGgVEIQr96sPzN+991sop1CO/4kODboxWT51aElqs9r6UH38WKztM6z4Sv7MuQKylPzuvLHofC/MZVuespcUVfdliACKWOlyVnYePVdF+9YsF/fINAIOCWSB8Cm/NRLyjyt+xvZLkMvMwjt4NVpyI2LtG/kEdkTzd9fn/rye2x3fQst+eESPo6zsP2pIDHkALDrT4nkkEYh3MX6rRa/tifx++PmqhbngsVVU1FlAQ22XIe8oDAEwm4wQUipT9EGEYf4MdUNbW9a6osfVSzcMCFcFQ+fq/cllWRQXXMmThqY8YRlH766SOsFadi8C8xuZZOPGjB0ev6s9qCJnF05yKeESXxkDl+ZUs9A+mArLc8/kLbUeDUB+mzCF/HTvKP4iwDD/eeZyV1TUZVvgD+hSoIV0CACewz+LYXqEot9XmvpfMtHPvUTz8KuL0e3PsVf2lR4EhR2X0RCSB5ncYe5XlwaRS3Hvxcr+Ur1hY+HZRAGFzYY/Btvi9DwGw/hSQJreju24X0mwbcXgnu/aq/rDjI8Pj2MUoEgYcQcH1Fo74oUfCkAz2EStQcslD2cY36yISNuLnQXxUzjLakTbk9yjbsruUR6XN9ZO4Y2bU+uJSJsDn4sY+NOMiwD3/hJQhcTWA6uDAyMTMiOMSLHZTAn5Pe+P7YOL7rNM/86Gx/ttUUBGckJHPCLI/J7VAleWwygODtjwcJvf9CyJ0NHkyMfxSmdQqjrzFPcOGVviFwr3Q14MvtCUxu8vkilm7ykb65k/3Nfqvg21LU5Hbv5yA2obyRoKykp776c8eCzCX5Y6EMbRtnV4jeJHg3503T58k+9yjior5q3wH8AoFnEuARVx6UsA3pZ/rxw7LFIMMPLeF0EACB/RHo34RIxwlbKoqWVMVTZvb9+UO6z69yyDgFR9+XbLANAm9JQPGUL0Mnfp1LVFA3lrq9qxsRoYkqLio2QQAE3osAmqjvdT1RGxAAAUEAAidgYBMEQB9vtQkAAAcLSURBVOC9CEDg3ut6ojYgAAKCAAROwMAmCIDAexGAwL3X9URtQAAEBIHbChxPDjz51UNfI6CHqCk2QQAEDkfgWwLHyxvPCpj2qzV0iExzuB8SKgwCr0ggmei71UGeBPgGcwC3Vhf5QAAEdkogPsGF5mVeUJH3QSrGC1qGPHsJOLHTiwK3QQAEbkMgChw3LxtNZM6kys69stXpM9UyyjOaoLehDisgAAIPIRAFLhSnSyq1X8RdZRkZwyvM4wMCIAAC+yMwFbj91QEegwAIgMAsAQjcLBYcBAEQeAsCQ0wGuTIoL2Mq9n3cyH7ZZQqrfobvsKrnWvpzV/ZE6SAAAscjgOWS3uLPFCoBAiAwRwBN1DkqOAYCIPAWBCBwb3EZUQkQAIE5AhC4OSo4BgIg8BYEIHBvcRlRCRAAgTkCicDxSiDyc/R9yQLbIAAC+yOQCJyMqMVVOfr+9y9nS0W/bFRYPup0Kqj9vsHbndkWFEPEeT/j/u2K+bYl975zTvINwW/bwomHJ5AI3OFp3AKAu0FdxFz3B4L/SPC/RrOYPPvG9fEub1FN2ACBPRCAwN34KrVtS6Qb4nUL5Ec3HVXKUFW/xHOcdA3bIPC2BCBwN720hs6LaxMoKjvrV2wRZfLiobEZexLNR84UmpBpkzdpUvaRyZdt9IW5fL6Z7MrMazLBj3NNuWhSR/v9U2cdVmqOzWxT54nfcwugXq6bLzy1k1O9yC84i28QuILA8KrW8d7iuE+Nwytu/LrbyqfRZEnk6ypliZStunBiY7V7NS4eS/J0lVVEVpgYXrFLjgVz1tuLaSv2+/ykKju4ZK1NfGDbvR/+lT5f2Hrd2FV+3S+86mcH31MGg/PYAIGrCRAE7mpm6yf0NzyP0/h/4iYezmZxicLlDk8EywuQFI4gJk6knJjO2R4KGW3MC9yi/V7gkvTZY0Gcgi8b6japq3fVi96Iy6gW2AWBrQQWmqh9kyi2VeIzYVtQ3q/4W3xzqMu0tVg1WDSViMjUxdBcyufK5zwXzo+OPnFLldT1gwvWct9baGLKQQZNje2o9EvvEfHgRF7FZqNwP8tCJiJSGWUhTWvSrhkbm44h6ZrvRfu9kSS9baklRfpD+MT5MkWKWuIuSKINdTsbMqRJj/sqxweuqQjygsCIwKzAmbomqioa/YRZfShvNXXcl2QtlVRfP5zfFvRZG9Jf3obtyliOqemzJd9XZS19lWea9MlfOn9UudfY7fve3EiqoUosA5/0P/HAazfD/GIlvJBEAfX9eQt/Fy5aui6R65H2HY7Fea1uZrmz8jpXkBsELhCYChyLjCmp+ZieZX61pMv4J1d9KGonCjQ9Lx4xVNSKvrqG+kWDYxJvnQ2RLoc0pTJyYjvkWjl/yPekjb7Df0lgtHs6Obtq8h+Lz8pwF1w/naT5ZiCfKKB+Ogo/DMonxXuwUFT1f+TCNJjw7UaPN9SNV4vGBwTuTWAkcIbqz1TEpAOsP5PPNX+J25rO+iM+sY2Mzf5VNyZOkF05f2Tu8bvqw4mzmyqyWHrGrTkn5pMmmmu2LZ64KUE3LJSGQ2vc5+OaxSv255qf47olTdro6uxvICZjCwSuIpAInKk/qdVfsV/oKlMbM5tfov+toFaIpvrQRFXtjxlDdVFHcQvmL5wfsjzvW1HJT7iuPy3tW3THipZUVfontckNHifhnmf/kszUam7Wf99Hpi48IG22P1Mk96+VlZo8JfopIf2T45a6qZK+xna4f7cSP4jZ8nEQBK4gIEdR/QhWGPnz33IErdGj0S0eCVPV1gGNfnoB2Wizs1U1noKg3dQHHn1UurJahZG5MD3h8vmbnblrRj9aGUdRmeWI3TDdIvD26eko4njUk50eHQvTUoYR22k5sqrDNXZTP0a2XEZ5TG5LK/FaxDrG68Q5/VSSS3Xz9ib5Kj3LKi0deyCwjcDyNBEWrzhhylnjH2NyaCbPxWL5ZhwJYiUEbHpuY7Us8OrzpxZxBARA4DgEkibq2oOfa0L6eQAuKw8wyEEHd3CYWT8zdUE3VPG0hvC2kmnJkIrTHngKyOCEoZabdGJQg1+BWjt/OB0bIAACICCbqEHXh2YMNxPjtHqX3DWhCamsHqX5DH52fTJDPRjm766xWvVNF356k1Pkm3AuWTVOCzYunR/y4BsEQAAErLUIOoO/cSAAAm9L4Kom6ttSQMVAAATekgAE7i0vKyoFAiDABCBw+B2AAAi8LQEI3NteWlQMBEAgEbijB5kZ1x8/DxAAgX0TSASOX5iWn6PvSxbYBgEQ2B+BROD25z48BgEQAIFlAhC4ZTZIAQEQ2DkBCNzOLyDcBwEQWCYAgVtmgxQQAIGdE4DA7fwCwn0QAIFlAhC4ZTZIAQEQ2DkBCNzOLyDcBwEQWCYAgVtmgxQQAIGdE/h/22Xei7skodYAAAAASUVORK5CYII=)

PS: Nous avons dû retirer notre implémentation des Threads en dernière minute suite à la réponse de Laurent Nicolas à notre question sur le forum: <https://moodleucl.uclouvain.be/mod/forum/discuss.php?d=300483>

# Choix surprenants

Un choix surprenant est l'existence de nos fonctions {IsNote}, {IsChord}, {IsTrans},... qui retournent un booléen si l’argument qui leur est donné est de la nature concernée.

l’existence de ces fonctions peut paraître inutile, en effet, dans PartitionToTimedList, chaque élément parcourt une suite de if… elseif.. elseif… qui associe l’élément à son type. Pour ensuite seulement agir sur l’élément. Ce choix paraît le plus surprenant pour la fonction {IsTrans}, qui fait un pattern matching avec chaque type de record associé à une transformation et renvoie true si le pattern a matché. Lorsque IsTrans à renvoyé true, PartitionToTimedList appelle la fonction {Transform }, qui à son tour fait le même pattern matching, mais effectue la transformation plutôt que de renvoyer un booléen.

Nous opérons ainsi pour faciliter la clarté du code, quitte à effectuer un pattern matching plusieurs fois sur le même élément.

Un deuxième choix surprenant peut-être vu dans notre fonction SampledChord. En effet nous n’utilisons pas SempledNote sur chaque note pour ensuite faire la moyenne des échantillons de chaque note comme cela pourrait être attendu. Au lieu de cela nous faisons la moyenne des sinus de chaque note.

Un troisième choix surprenant: nos fonctions GetNumber et GetNote. Ces fonctions associent avec des règles mathématiques simples un nombre à chaque note qui existe dès le premier accord. Un nombre différent est associé si le nombre est une dièse. GetNumber renvoie le nombre associé à une note. GetNote renvoie une extendednote associée à un nombre. Ce système de classification est très utile pour la fonction transpose.

# Complexités

## Duration

Dans la fonction Duration, non faisons appel à deux autres fonctions, GetDuration et Stretch. Examinons donc la complexité de ces deux fonctions.

GetDuration : nous parcourons la liste de notes, la complexité est donc O(n) avec n la taille de la partition donnée en argument.

Stretch :Dans le cas où nous avons que des notes, nous parcourons également la liste, et à chaque parcours nous rappelons la fonction. La compexité est donc O(n)

Nous avons alors une complexité de O(n) pour Duration puisque les deux fonctions qu’elle utilise ont une complexité de O(n).

## Merge

La complexité de Merge dépend de Sumlist et de Mix.

Sumlist fait appel à Recurs qui est de complexité O(n) avec n la taille de la plus grande liste donné en argument. Merge fait ensuite m appel à la fonction sumlist, avec m la taille de la liste donnée à Merge.

L’appel à la fonction Mix est ce cas-ci de complexité O(1) car les morceaux sont composés uniquement de samples.

La complexité de Merge est donc O(n²).

## Loop

Loop appelle une fois la fonction Recursion. Cette dernière fonctionne de manière récursive et fait appel à elle-même n fois avec n le nombre total d'échantillons voulus. La complexité de Loop est donc O(n).

# Extensions apportées au projet

Deux extensions ont été faites.

Lissage, que vous pouvez activer dans le code avec le booléen Lissage

Création : que vous pouvez activer en faisant projct.run avec creation.dj.oz